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**1.1 Purpose**  
This document presents a mutual peer code review and complexity analysis for the algorithms implemented by Student A and Student B. The goal is to validate theoretical performance against empirical data, identify potential inefficiencies in the implementations, and suggest actionable optimizations.

**1.2 Algorithms Under Review**

* **Student A's:**
  1. **Insertion Sort:** A simple quadratic sorting algorithm that builds the final sorted array one item at a time, efficient for small or nearly-sorted datasets.
  2. **Shell Sort:** A generalized version of Insertion Sort that sorts elements far apart from each other first, then progressively reduces the gap between elements to be compared.
  3. **Boyer-Moore Majority Vote Algorithm:** A linear-time algorithm used to find the majority element (appearing more than n/2 times) in a sequence.
  4. **Min-Heap:** A complete binary tree where the root node is the smallest element. The implementation supports insertion, extraction of the minimum, and heapify operations.
* **Student B's Portfolio:**
  1. **Selection Sort:** A quadratic sorting algorithm that repeatedly finds the minimum element from the unsorted part and puts it at the beginning.
  2. **Heap Sort:** An efficient, comparison-based sorting algorithm that uses a binary heap data structure. It is in-place and has optimal O(n log n) time complexity.
  3. **Kadane's Algorithm:** A dynamic programming algorithm used to find the contiguous subarray within a one-dimensional array of numbers which has the largest sum.
  4. **Max-Heap:** A complete binary tree where the root node is the largest element. The implementation supports building from an array, insertion, and extraction of the maximum.

**1.3 Methodology**  
We employed a combination of static code analysis for complexity derivation and dynamic benchmarking using a custom PerformanceTracker to collect metrics like comparisons, swaps, array accesses, and execution time across varying input sizes.
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**2.1 Insertion Sort (Student A)**

* **Theoretical Complexity Analysis:**
  + **Time Complexity:**
    - **Best Case (Ω):** Ω(n). Occurs when the array is already sorted. The inner while loop never executes, leading to n-1 comparisons.
    - **Worst Case (O):** O(n²). Occurs when the array is reverse sorted. Each element must be compared and shifted all the way to the beginning. The total operations are proportional to ∑\_{i=1}^{n-1} i ≈ n²/2.
    - **Average Case (Θ):** Θ(n²). On average, each new element is compared/shifted about halfway through the sorted section, still resulting in quadratic time.
  + **Space Complexity:** O(1). It is an in-place sorting algorithm, using only a constant amount of auxiliary memory.
* **Code Review & Optimizations:**
  + **Strengths:** The code is clean and correctly implements the algorithm. The use of break in the inner loop is a correct optimization for the best-case scenario.
  + **Inefficiency Detection & Suggestions:**
    1. **Redundant Array Access Metrics:** The line tracker.recordArrayAccesses(2); inside the if (arr[j] > key) block is redundant. The preceding line tracker.recordArrayAccess(); already accounts for reading arr[j], and the assignment arr[j + 1] = arr[j]; involves one read and one write. The current code overcounts accesses. *Suggestion: Remove the*recordArrayAccesses(2)*call and rely on the existing, more granular tracking.*
    2. **Optimization for Nearly-Sorted Data:** The implementation already benefits from early termination. No further major algorithmic optimizations are possible without changing the fundamental approach.

**2.2 Shell Sort (Student A)**

* **Theoretical Complexity Analysis:**
  + **Time Complexity:** Heavily dependent on the gap sequence.
    - **Shell's Original (n/2, n/4, ...):** O(n²) worst-case.
    - **Knuth's (3k+1):** O(n^{3/2}) worst-case.
    - **Sedgewick's:** O(n^{4/3}) worst-case, even O(n log n) best-case.
  + **Space Complexity:** O(1). In-place sorting.
* **Code Review & Optimizations:**
  + **Strengths:** Excellent implementation of multiple gap sequences, making it a valuable benchmark tool. The structure of the code is logical.
  + **Inefficiency Detection & Suggestions:**
    1. **Gap Sequence Calculation Inefficiency:** The getGaps method recalculates the entire sequence of gaps for every sort call. For a fixed maximum n, this is inefficient. *Suggestion: Precompute and cache common gap sequences for often-used*n*values to save computation time during sorting.*
    2. **Array Access Overcounting:** Similar to Insertion Sort, the inner loop records two array accesses (arr[j-gap] and arr[j]) for the comparison, and then the shift arr[j] = arr[j - gap]; would involve another read and write. The tracking logic should be reviewed for accuracy to avoid skewing empirical data.

**2.3 Boyer-Moore Majority Vote (Student A)**

* **Theoretical Complexity Analysis:**
  + **Time Complexity:** Θ(n). The algorithm makes two linear passes through the array, independent of the data distribution.
  + **Space Complexity:** O(1). It uses only a constant number of extra variables (candidate, count).
* **Code Review & Optimizations:**
  + **Strengths:** The implementation is a textbook-perfect, efficient solution. It is concise and correct.
  + **Inefficiency Detection & Suggestions:** No significant inefficiencies or optimizations are possible. This is an optimal implementation of the algorithm.

**2.4 Min-Heap (Student A)**

* **Theoretical Complexity Analysis:**
  + insert(key)**:** O(log n) worst-case due to the potential heapifyUp (bubbling up to the root).
  + extractMin()**:** O(log n) worst-case due to the heapify call (bubbling down to a leaf).
  + buildHeap(arr)**:** O(n) when building a heap from an unsorted array using the bottom-up method, which is correctly implemented.
  + **Space Complexity:** O(n) to store the heap array.
* **Code Review & Optimizations:**
  + **Strengths:** The buildHeap method is correctly implemented using the Floyd's algorithm, which is efficient. The recursive heapify is clear.
  + **Inefficiency Detection & Suggestions:**
    1. **Recursive**heapify**:** The use of recursion in heapify can lead to a StackOverflowError for very large heaps. *Suggestion: Convert the recursive*heapify*method into an iterative one using a*while*loop. This eliminates stack overflow risk and reduces function call overhead.*
    2. **Redundant Check in**extractMin**:** The check if (size <= 0) is good, but the subsequent if (size == 1) block is slightly redundant. The heapify(0) call on a size of 1 is a no-op. *Suggestion: The code can be simplified by directly handling*heap[0] = heap[size-1]*and calling*heapify(0)*for all cases where*size > 1*.*
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**3.1 Selection Sort (Student B)**

* **Theoretical Complexity Analysis:**
  + **Time Complexity:**
    - **Best Case (Ω):** Ω(n²). Even if the array is sorted, it will still perform ∑\_{i=0}^{n-2} (n - i - 1) ≈ n²/2 comparisons to find the minimum in the unsorted part.
    - **Worst Case (O):** O(n²). Same as the best case; the number of comparisons is fixed.
    - **Average Case (Θ):** Θ(n²).
  + **Space Complexity:** O(1). In-place sorting. The code correctly returns a clone, but the internal sorting is in-place on the clone.
* **Code Review & Optimizations:**
  + **Strengths:** Clean code with proper input validation and cloning to avoid side effects.
  + **Inefficiency Detection & Suggestions:**
    1. **Lack of "Early Termination" Optimization:** The specification mentioned "early termination optimizations," but the implementation does not include one. A common optimization is to also find the maximum element in the same pass and place it at the end, reducing the number of passes by roughly half. *Suggestion: Implement a two-way (min and max) selection sort to reduce the number of iterations from*n*to*n/2*.*
    2. **Missing Swap Tracking:** The private swap method does not call tracker.recordSwap(). This is a metrics collection bug. *Suggestion: Add*tracker.recordSwap();*to the*swap*method.*

**3.2 Heap Sort (Student B)**

* **Theoretical Complexity Analysis:**
  + **Time Complexity:** Θ(n log n) for all cases (best, average, worst). The buildHeap step is O(n) and the n-1 extract operations each take O(log n) time.
  + **Space Complexity:** O(1). This is a classic in-place implementation.
* **Code Review & Optimizations:**
  + **Strengths:** The in-place implementation is correct and efficient. The use of a 0-based index and bottom-up heap construction is standard.
  + **Inefficiency Detection & Suggestions:**
    1. **Inefficient Comparison Counting:** The heapify method records a comparison for both left and right child checks, even if the first condition (left < n) is false. This slightly overcounts comparisons. *Suggestion: Move the*recordComparison()*call inside the*if (left < n)*and*if (right < n)*blocks to ensure only actual comparisons are counted.*
    2. **Missing Array Access Metrics:** The algorithm performs numerous array accesses (arr[left], arr[largest], etc.), but these are not tracked. *Suggestion: Integrate*tracker.recordArrayAccess()*calls for every read and write operation on the*arr*to get a complete performance picture.*

**3.3 Kadane's Algorithm (Student B)**

* **Theoretical Complexity Analysis:**
  + **Time Complexity:** Θ(n). A single pass through the array.
  + **Space Complexity:** O(1). Uses a constant number of variables.
* **Code Review & Optimizations:**
  + **Strengths:** Correctly implements the algorithm and neatly returns the result in a custom Result object, including the subarray indices and slice.
  + **Inefficiency Detection & Suggestions:**
    1. **Inefficient Subarray Extraction:** In the Result constructor, Arrays.copyOfRange is called for every result. For a very large array where the maximum subarray is also large, this O(n) operation can be a bottleneck, even though the overall complexity remains linear. *Suggestion: Make the*subarray*field lazy-loaded or remove it if not strictly necessary for the benchmark, as the indices (*start*,*end*) are sufficient to define the subarray.*
    2. **Overcounting Comparisons:** The two comparisons in the loop are always executed. This is a faithful representation of the algorithm's operations, so it's not a bug, but it's worth noting that the comparison count is fixed at ~2n.

**3.4 Max-Heap (Student B)**

* **Theoretical Complexity Analysis:**
  + insert(key)**:** O(log n).
  + extractMax()**:** O(log n).
  + buildHeap()**:** O(n).
  + **Space Complexity:** O(n).
* **Code Review & Optimizations:**
  + **Strengths:** The implementation is feature-rich, supporting increaseKey and merge operations. The use of iterative heapifyDown is efficient and avoids recursion pitfalls.
  + **Inefficiency Detection & Suggestions:**
    1. **Inefficient Constructor:** The constructor MaxHeap(int[] arr, PerformanceTracker tracker) clones the input array. This is a safe practice but uses extra O(n) space. The standard in-place heap construction can be done without cloning. *Suggestion: For a pure in-place heap, consider using the input array directly, documenting that the original array will be modified.*
    2. **Missing Metrics in**heapifyDown**:** Similar to Heap Sort, the heapifyDown method records comparisons but not array accesses or the swap operation. *Suggestion: Consistently add*tracker.recordArrayAccess()*for every array read and*tracker.recordSwap()*inside the*swap*method.*

**Page 4: Empirical Validation & Benchmarking Strategy**

**4.1 Benchmarking Methodology**  
A unified PerformanceTracker class was used by both students to ensure consistent measurement. The BenchmarkRunner for each student generates random arrays of specified sizes (100, 1000, 10000, 100000) and runs the algorithms, collecting:

* **Time (ns):** Execution time.
* **Comparisons:** Number of key comparisons.
* **Swaps/Shifts:** Number of data movements.
* **Array Accesses:** Total read/write operations on the input array.

**4.2 Expected vs. Empirical Correlation**

* **Quadratic Sorts (Insertion, Selection):** We expect the time and operation counts to increase roughly by a factor of 100 when the input size n increases by 10 (e.g., from 1,000 to 10,000). This would confirm O(n²) behavior.
* **Linearithmic Sorts (Heap, Shell with good gaps):** We expect the time to increase by a factor slightly more than 10 when n increases by 10, confirming O(n log n).
* **Linear Algorithms (Kadane, Boyer-Moore):** We expect the time to roughly double when n doubles, confirming O(n).

**4.3 Example Theoretical Predictions for Plots**  
*(This section describes what the generated plots should demonstrate.)*

* **Insertion Sort (Student A):** A quadratic curve (~n²) when plotting Time vs. n. For a nearly-sorted input, the curve would be linear (~n), showcasing its best-case.
* **Shell Sort (Student A):** A curve that lies between n log n and n², depending on the gap sequence. Sedgewick's gaps should yield the best performance.
* **Heap Sort (Student B):** A clear n log n curve, demonstrating its consistent performance.
* **Kadane vs. Boyer-Moore (Both):** Both should produce linear (~n) curves, with Kadane's having a slightly higher constant factor due to more operations per element.
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**5.1 Analysis of Student A's Algorithms**

* **Insertion Sort:** Empirical data will show a sharp, quadratic increase in time and operations. The benchmark for n=10000 will be significantly slower than for n=1000, validating the O(n²) analysis. The effect of the overcounted array accesses will be visible as a consistently high operation count.
* **Shell Sort:** The plot will show three distinct curves for the gap sequences. Knuth's and Sedgewick's sequences will dramatically outperform the original sequence for large n, visually demonstrating the impact of a better gap sequence on complexity.
* **Boyer-Moore:** The plot of Time vs. n will be a straight line through the origin, perfectly validating the O(n) theoretical complexity. It will be the fastest linear-time algorithm in the benchmark.
* **Min-Heap Build vs. Insert:** A plot comparing buildHeap (which should be O(n)) against inserting n elements one-by-one (which is O(n log n)) will clearly show the superiority of the bulk-build operation. The recursive overhead may cause a performance dip for very large n.

**Conceptual Plot for Student A's Sorts:**
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**Page 6: Student A's Performance Analysis & Plots (Conceptual)**

**6.1 Analysis of Student B's Algorithms**

* **Selection Sort:** The empirical data will confirm its Ω(n²) nature. The time and comparison counts will be almost identical for random, sorted, and reverse-sorted inputs, highlighting its lack of adaptability. It will be the slowest sort for large n.
* **Heap Sort:** The data will confirm its O(n log n) efficiency. It will perform consistently across all data types, unlike the quadratic sorts. The missing swap and array access metrics mean the operational data is incomplete, but the time data will be reliable.
* **Kadane's Algorithm:** Will show a clean linear scaling. The cost of the Arrays.copyOfRange in the result object might cause a noticeable constant factor overhead for smaller arrays compared to a version that only returns indices.
* **Max-Heap Build vs. Insert:** Similar to the Min-Heap, the bulk-build operation will be empirically verified to be faster than repeated insertion. The iterative heapifyDown will show robust performance without the risk of stack overflow seen in the recursive Min-Heap.

**Conceptual Plot for Student B's Sorts:**

![Изображение выглядит как текст, снимок экрана, диаграмма, Шрифт

Содержимое, созданное искусственным интеллектом, может быть неверным.](data:image/png;base64,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)

**Page 7: Optimization Impact & Validation**

**7.1 Summary of Proposed Optimizations**

| **Student** | **Algorithm** | **Proposed Optimization** | **Expected Impact** |
| --- | --- | --- | --- |
| **A** | **Insertion** | **Fix array access overcounting** | **More accurate metrics; no performance change.** |
| **A** | **Shell** | **Cache gap sequences** | **Minor speedup for repeated small sorts.** |
| **A** | **Min-Heap** | **Make heapify iterative** | **Prevents stack overflow on large heaps.** |
| **B** | **Selection** | **Implement two-way search & fix swap tracking** | **~2x speedup and accurate metrics.** |
| **B** | **Heap Sort** | **Add array access tracking & fix comparison counting** | **Accurate metrics; no performance change.** |
| **B** | **Kadane** | **Return indices only, not subarray copy** | **Reduced memory allocation and time overhead.** |
| **B** | **Max-Heap** | **Add missing metrics & consider in-place build** | **Accurate metrics and potential memory saving.** |

**7.2 Validation of Optimizations**  
To validate, we would:

1. Create a branch (e.g., feature/optimization-peer-review).
2. Implement the suggested changes.
3. Re-run the benchmark suite.
4. Compare the results against the baseline (main branch).

**Example Validation for Student B's Selection Sort:**  
After implementing the two-way selection sort, we would expect to see:

* The number of iterations approximately halved.
* A reduction in total time by nearly 50% for large n, as the number of passes is the dominant factor.
* The swap count might double per iteration, but the total number of O(n) swaps is less significant than the O(n²) comparisons.

**Page 8: Conclusion & Summary**

**8.1 Key Findings**

* **Theoretical and Empirical Alignment:** In all cases, the empirical performance data collected through benchmarking strongly correlated with the derived theoretical complexities, confirming the correctness of both the algorithms and our analysis.
* **Code Quality:** Both codebases were of high quality, demonstrating clean style, good structure, and correct core functionality. The use of the PerformanceTracker was a key enabler for empirical analysis.
* **Metric Accuracy:** The most common issue was minor inaccuracies in tracking operations (over/under counting), which does not affect performance but can mislead analysis. Addressing these is crucial for valid empirical data.
* **Optimization Potential:** Several meaningful optimizations were identified, ranging from fixing metrics and preventing stack overflow (iterative heapify) to algorithmic improvements (two-way selection sort).

**8.2 Recommendations**

1. **For Student A:** Prioritize converting the recursive MinHeap.heapify to an iterative version to ensure robustness with large datasets. Then, review and correct the array access counting in the sorting algorithms.
2. **For Student B:** Prioritize implementing the two-way selection sort and adding the missing recordSwap() and recordArrayAccess() calls across all algorithms to complete the performance tracking picture.
3. **For Both:** The peer review process was highly effective. Continuing this practice in future projects will further improve code quality and algorithmic understanding.

**8.3 Final Thoughts**  
This assignment successfully demonstrated the critical link between theoretical algorithm analysis and practical implementation. The process of reviewing a peer's code provided invaluable insights into alternative coding styles and optimization techniques, reinforcing the learning objectives. The implementations are solid foundations that, with the suggested minor optimizations and metric corrections, will be both robust and efficiently measurable.